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METHOD AND SYSTEM FOR CAPTURING,
INFERRING, AND/OR NAVIGATING
DEPENDENCIES BETWEEN MASHUPS AND
THEIR DATA SOURCES AND CONSUMERS

CROSS-REFERENCE TO RELATED
APPLICATION

This application claims the benefit of the following Provi-
sional application: 61/247,155 filed Sep. 30, 2009, which is
expressly incorporated herein by reference.

TECHNICAL FIELD

The technical field relates in general to computer networks,
and more specifically to mashups and capturing, inferring,
and analyzing mashup meta-data for mashup dependencies.

BACKGROUND

Mashups are created by combining data from different
types of data sources including web service, databases, web
sites, applications, and data syndication feeds. Once mashups
are produced, they are made accessible to users via a Rich
Interface Application or a widget.

There are a number of dependencies between mashups,
services, applications, data sources, widgets and users. These
dependencies are important in the mashup platform because it
affects the mashup platform in several ways:

Mashup Trust

Mashup Security

Mashup Integrity

SUMMARY

Accordingly, one or more embodiments provides a com-
puter system, a computer-readable non-transitory medium,
and/or a method. The embodiments can provide for a display
interface; a user input device interface; and a processor coop-
eratively operable with the display interface and the user
input device interface. The processor can interact with a user
to selectively browse, via the user input device interface and
the display interface, relationship dependencies between a
selected mashup or service and mashup assets one level
removed from the selected mashup or service.

One or more embodiments can store the list of services and
mashups used by each mashup in a database, and use the
database to browse from the selected mashup or service to the
mashup assets one level removed.

Still other embodiments can introspect a mashup to discov-
ery data sources directly and indirectly used by the mashup.

Still further embodiments include introspecting the
selected mashup to determine whether the selected mashup is
directly or indirectly used by at least one other mashup, and
disposing of the selected mashup when no other mashup
directly or indirectly uses the selected mashup so as to not
dispose of mashups which are at least indirectly used by other
mashups.

Further embodiments can determine that a user has permis-
sion use to the selected mashup which has dependencies,
when each of the dependencies of the mashup all allow the
user permission to use the each dependency, and determine
that the user does not have permission to use the selected
mashup when one of the dependencies of the mashup does not
allow the user permission even though the selected mashup
allow the user permission.
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Still other embodiments can include a browser user inter-
face which presents the selected mashup in a focus window,
“used by” relationships of the selected mashup in a “used by”
window, and “uses” relationships of the selected mashup in a
“uses” window. This still other embodiments can support
selectively switch the focus window to a different selected
mashup in one of the “used by” window or the “uses” window,
in response to a user command thereto.

According to yet another embodiment, a mashup system
can include the above computer system (or method) acting as
a mashup client, and a mashup server cooperatively con-
nected to and in communication with the mashup client, to
coordinate access to the relationship dependencies from the
mashup client through the mashup server.

Still other embodiments provide for a method for the fore-
going, and/or a non-transitory computer-readable medium
with instructions thereon which, when executed, perform the
foregoing.

Further, the purpose of the foregoing abstract is to enable
the U.S. Patent and Trademark Office and the public gener-
ally, and especially the scientists, engineers and practitioners
in the art who are not familiar with patent or legal terms or
phraseology, to determine quickly from a cursory inspection
the nature and essence of the technical disclosure of the
application. The abstract is neither intended to define the
invention of the application, which is measured by the claims,
nor is it intended to be limiting as to the scope of the invention
in any way.

BRIEF DESCRIPTION OF THE DRAWINGS

The accompanying figures, where like reference numerals
refer to identical or functionally similar elements and which
together with the detailed description below are incorporated
in and form part of the specification, serve to further illustrate
various exemplary embodiments and to explain various prin-
ciples.

FIG. 1 is an illustration of mashup dependency relation-
ships: uses and used-by relations.

FIG. 2 is an example user interface illustrating mashup
dependency relationships: uses and use by relations.

FIG. 3 is an illustration of mashup dependency browser,
with mashup 1 in focus.

FIG. 4 is an illustration of a mashup dependency browser,
when the user selects mashup 2.

FIG. 5 is an illustration of a mashup dependency browser,
when the browser puts mashup 2 in focus and shows its
relationships.

FIG. 6 is an illustration of a mashup dependency browser,
when the user selects MASHLET™ component 3.

FIG. 7 is an illustration of a mashup dependency browser,
when the browser puts mashup 2 in focus and shows its
relationships.

FIG. 8 is a block diagram illustrating portions of an exem-
plary computer system.

FIG. 9 is a flow chart illustrating a procedure to get a list of
mashups or services.

DETAILED DESCRIPTION

In overview, the present disclosure concerns computer sys-
tems, sometimes referred to as client/server networks, such as
may be associated with providing mashups. Such computer
systems often involve running a mashup on a user’s computer
that combines data from different data sources and that com-
municates as a client with a mashup server that invokes the
desired web service specified by the mashup, the web service
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providing live data to the user through the mashup client/
server, so that the live data can be used according to the
mashup without regard to user interface formatting specified
by the web service, with the data sources and/or mashups
sometimes being dependent on each other for trustworthi-
ness, security, and/or integrity. More particularly, various
inventive concepts and principles are embodied in systems,
devices, and methods therein for capturing, inferring, and/or
navigating dependencies between mashups and the mashup
data sources and consumers of the mashups.

The computer systems of particular interest are those pro-
viding or facilitating mashups over communication networks
involving a mashup server and a user’s computer, and the like,
and variants or evolutions thereof.

The instant disclosure is provided to further explain in an
enabling fashion the best modes of performing one or more
embodiments of the present invention. The disclosure is fur-
ther offered to enhance an understanding and appreciation for
the inventive principles and advantages thereof, rather than to
limit in any manner the invention. The invention is defined
solely by the appended claims including any amendments
made during the pendency of this application and all equiva-
lents of those claims as issued.

It is further understood that the use of relational terms such
as first and second, and the like, if any, are used solely to
distinguish one from another entity, item, or action without
necessarily requiring or implying any actual such relationship
or order between such entities, items or actions. It is noted that
some embodiments may include a plurality of processes or
steps, which can be performed in any order, unless expressly
and necessarily limited to a particular order; i.e., processes or
steps that are not so limited may be performed in any order.

Much of the inventive functionality and many of'the inven-
tive principles when implemented, are best supported with or
in software or integrated circuits (ICs), such as a digital signal
processor and software therefore, and/or application specific
ICs. It is expected that one of ordinary skill, notwithstanding
possibly significant effort and many design choices motivated
by, for example, available time, current technology, and eco-
nomic considerations, when guided by the concepts and prin-
ciples disclosed herein will be readily capable of generating
such software instructions or ICs with minimal experimenta-
tion. Therefore, in the interest of brevity and minimization of
any risk of obscuring the principles and concepts according to
the present invention, further discussion of such software and
1Cs, if any, will be limited to the essentials with respect to the
principles and concepts used by the exemplary embodiments.

As further discussed herein below, various inventive prin-
ciples and combinations thereof are advantageously
employed to facilitate easier and powerful ways to analyze
mashups and their dependencies by capturing and inferring
dependency relationships between mashups, services, data
source, MASHLET™ components, widgets, applications
and users. (MASHLET™ refers to a type of a mashup, and is
commercially available from JackBe Corporation.)

The Mashup Dependency System (MDS) discussed further
herein can capture information about mashups and relation-
ships between mashups and various artifacts. Using these
relationships, the platform can facilitate the following:

1. Mashup Trust: A mashup is only as trust-worthy as the
services and data it is combining. So as a user, it is important
to know what the pedigree of a Mashup by introspecting the
mashup to understand what data sources are being used.
Without the mashup dependency system, it is not possible to
provide this information to the mashup user.

2. Mashup Security: Mashups are only as secure as the data
sources. If a user needs access to a mashup, but does not have
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permission to access the underlying data source, then the user
should not be granted access to a mashup. Without the
mashup dependency system, it is not possible to make this
determination.

3. Mashup integrity means once a mashup is put into use,
the system cannot arbitrarily dispose of an asset that the
mashup depends upon. For example, if a mashup is using a
web service that is published in the mashup platform, this
implies that the mashup is dependent on the existence of that
web service. If the owner of that web service needs to decom-
mission that service, they need to know that the service is
currently being used by that mashup and therefore there is a
consequence to removing that service. Without the mashup
dependency system, it is not possible to make this determi-
nation.

Referring now to FIG. 1, an illustration of mashup depen-
dency relationships: uses and used-by relations will be dis-
cussed and described. FI1G. 1 shows the relationships between
the different types of artifacts in the Mashup, particularly, the
artifacts that “use” other artifacts. In this illustration, if a first
artifact “uses” a second artifact, the second artifact is “used
by” the first artifact. A mashup 101 is deemed to “use” the
information from an information-providing service 103, such
as a mashup that uses Google maps information whether the
mashup obtains the information directly from Google maps
or from an intervening mashup that obtained the information
from Google maps.

FIG. 1 illustrates an artifact which is a mashup 101, an
artifact which is a service 103 (labeled as “service/data
source”), and an artifact which is a mashup 105 (labeled as
“mashlet/widget/application”).

The mashup 101 uses itself, and is used by itself, as
reflected in FIG. 1 by arrows labeled “uses” and “used by” to
and from the mashup 101 (only).

The mashup 101 uses the service/data source 103. There-
fore, the service/data source 103 is used by the mashup 101.
Also, the mashlet/widget/application 105 uses the mashup
101. Therefore, the mashup 101 is used by the mashlet/wid-
get/application 105. Each of these relationships are direct;
that is, there is no intervening mashup which passes the data
through.

The mashlet/widget/application 105 uses the service/data
source 103, and therefore service/data source 103 is used by
the mashlet/widget/application 105. This relationship is indi-
rect. That is, the mashup/widget/application may use data
from the service/data source 103; however, the data is
obtained through the intervening mashup 101.

In the mashup trust example given above, the user of the
mashlet/widget/application 105 knows that the data is trust-
worthy (or not), not because it is from mashup 101, but
because the data is originally provided from service/data
source 103 which is trustworthy (or not) and the intervening
mashup 101 is also trustworthy.

In the mashup security example given above, if the user of
the mashup 101 does not have permission to access the ser-
vice/data source 103 mashlet/widget/application 105, then
the same user of mashlet/widget/application 105 should not
be able to access the mashup 101 (or the relevant part thereof)
which provides data from the service/data source 103.

In the mashup integrity example given above, even if the
mashup 101 is no longer operating, the service/data source
103 will still be used by the mashlet/widget/application 105.
Simply determining whether the calling mashup 101 with the
direct relationship still calls the service/data source 103 will
be insufficient to determine whether the service/data source
103 can be decommissioned.
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Mashup Dependencies APIs:

The Mashup Dependency System can provide a rich set of
APIs forthe applications, users and user interfaces to leverage
to ensure that the mashup platform can provide trustworthy,
secure mashups and allow users to ensure mashup data integ-
rity.

There are two types of dependency APIs: (1) relationship
APIs and (2) security APIs.

Examples of these APIs are listed below:

Relationships APIs:

1. Get list of Services used by a Mashup (first level and
recursively). The reference to “first level” means that a single
level (left and right in the illustration) is checked at a time.
The reference to “recursively” means that all of the levels are
checked, such that a network of objects connected by links is
checked. In this example, the relationship API to Get list of
Services used by a Mashup (first level) checks a single level
that uses the Mashup, and a single level that is used by the
Mashup, and gets alist of those services. The “recursive” Get
list performs this recursively on all levels. With this explana-
tion, the following generally should be understood.

2. Get list of Mashups used by a Mashup (first level and
recursively)

3. Get list of Services and Mashups used by a Mashup (first
level and recursively)

4. Get list of Mashups used by a MASHLET™ component
(first level and recursively)

5. Get list of Services used by a MASHLET™ component
(first level and recursively)

6. Get list of Mashups and Services used by a
MASHLET™ component (first level and recursively)

Security Dependencies APIs:

By way of background, a mashup can have securities, such
as permission which can be, e.g., user level or group-based,
etc. A particular example is that a user can be granted various
permissions to perform actions such as access to the mashup,
and/or the user may or may not be granted permission to
receive data used by the mashup. A mashup can allow, for
example, the existing permission schemes to be used. The
existing permission scheme can be provided as a separate
security repository, and/or can be checked. A security policy
can provide for granting permissions, and when those permis-
sions are granted can check for conflicts by using relationship
APIs.

For the purpose of this application, a “service” refers to,
e.g., a web service, or customer proprietary data exposure
service.

1. Check ifa user has permission to use a given Mashup (by
traversing the relationships using a relationship API)

2. Check if a group of users have permission to use a given
Mashup (traverse the relationships)

3. Grant permission to a user or group of users to a Mashup
(traverse relationships to check if a dependent artifact does
not permit this user or group the required permission)

4. Revoke permission to a user or a group of users to a
Mashup

5. Check if a user has permission to use a given
MASHLET™ component (traverse the relationships)

6. Check if a group of users have permission to use a given
MASHLET™ component (traverse the relationships)

7. Grant permission to a user or group of users to a
MASHLET™ component (traverse relationships to check ifa
dependent artifact does not permit this user or group the
required permission)

8. Revoke permission to a user or a group of users to a
MASHLET™ component
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Referring now to FIG. 2, an example user interface 201
illustrating mashup dependency relationships: uses and used
by relations will be discussed and described. In this illustra-
tion, the user interface 201 provides a “browse” function that
interacts with a user to allow the user to traverse the depen-
dency relationships. Illustrated in the user interface 201 is a
“focus™ 207 of the browser, the “consumed by” relationships
205 (also referred to as “used by”, and the “consumes” 209
relationship (also referred to as “uses”).

The diagram in FIG. 2 shows one way the relationships
data can be leveraged in the mashup platform to display the
inter-dependencies between the artifacts. In this case, the user
is looking at the details of a service and the dependencies of
that service on other artifacts within the mashup platform.

Here, the service Mashup xyz123 is the focus 207 of the
browser. The “consumes” 209 column lists the services which
the focus 207 uses. The “consumed by” 205 column lists the
services which use the focus 207. In this user interface 201,
the browser illustrates the focus 207 and one left and one right
relationship. Other browser can be provided which list two or
more left and/or right relationships for the focus 207.

Mashup Dependency Browser:

The Mashup Dependency System provides a rich set of
APIs forthe applications, users and user interfaces to leverage
to ensure that the mashup platform can provide trustworthy,
secure mashups and allow users to ensure mashup data integ-
rity. The APIs were described above. Using these APIs, the
Presto mashup platform provides for a rich interface to navi-
gate different artifacts and their inter-relationships. This
interface is called Mashup Dependency Browser.

FIG. 3 through FIG. 7 illustrate how the dependency
browser can focus on a set of “uses” and “used by’ relation-
ships with a single artifact at the center. FIG. 3 through FIG.
7 are asimplified illustration of sequentially shifting the focus
of the browser, a single level at a time.

The MDB can be opened by focusing on any artifact in the
mashup platform. For instance, FIG. 3 puts the focus on
Mashup 1. When Mashup 1 is selected as the focal point, the
browser shows all the other artifacts used by Mashup 1 and all
the other artifacts Mashup 1 uses.

Now, when the user selects one of the other artifacts shown
in the browser, the focus shifts to that artifact and the browser
display changes according to the newly discovered relation-
ships. For instance, FIG. 3 and FIG. 4 show the browser with
the focus on Mashup 1 shifting to Mashup 2.

Referring now to FIG. 3, an illustration of mashup depen-
dency browser, with mashup 1 in focus will be discussed and
described. In this user interface 301, there is provided a
“focus” window 305, a “used by” window 303, and a “uses”
window 307. The “used by” window 303 lists the mashlets/
widgets/applications that directly call the focus, i.e., mashup
1317. The “uses” window 307 lists the services/data sources
which the focus 305 uses. Here, ashup 1 317 uses service 1,
service 2, service 3, and mashup 2 309, 311, 313, 315; and
mashup 1 317 is used by mashlet 1, widget 1, application 1
and mashlet 2 319, 321, 323, 325.

The user can interact with the user interface 301, 401 to
select one of the listed artifacts. Referring now to FIG. 4, an
illustration of a mashup dependency browser, when the user
selects mashup 2 will be discussed and described. Here, the
same artifacts are illustrated as in FIG. 3. The “uses” window
407 lists the services/data sources which the focus 405 uses.
Here, mashup 1 417 uses service 1, service 2, service 3, and
mashup 2 409, 411, 413, 415; and mashup 1 417 is used by
mashlet 1, widget 1, application 1 and mashlet 2 419, 421,
423, 425.
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Because the uses selects “mashup 2” such as by clicking in
the user interface, the focus 405 will shift to change mashup
2 415 to become the focus 405.

Referring now to FIG. 5, an illustration of a mashup depen-
dency browser, when the browser puts mashup 2 in focus and
shows its relationships will be discussed and described. Here,
the same artifacts from the “focus” window and the “uses”
window are illustrated as in FIG. 4. However, the “uses”
window 507 lists the services/data sources which the focus
505 (now changed to mashup 2) uses. Here, mashup 2 513
uses service 4 and service 5 509, 511; and mashup 2 513 is
used by mashup 1, mashlet 3, application 2, and widget 2 515,
517, 519, 521. Because mashup 2 513 is now the focus 505,
the “used by” 503 relationship are different. Instead of merely
shifting the “focus” window with the same artifacts to the left,
the browser discovers the “used by” and “uses relationships
of the artifact newly listed in the “focus” window.

Now, when the user selects another artifact shown in the
browser, the focus shifts to that artifact and the browser dis-
play changes according to the newly discovered relation-
ships. For instance, FIG. 6 and FIG. 7 show the same example
browser with the focus shifting from mashup 2 to
MASHLET™ component 3 (which is a “used by” artifact).

Referring now to FIG. 6, an illustration of a mashup depen-
dency browser, when the user selects MASHLET™ compo-
nent 3 will be discussed and described. Here, artifacts are
repeated from FIG. 5. The “uses” window 607 lists the ser-
vices/data sources which the focus 605 uses. Here, mashup 2
613 uses service 4 and service 5 609, 611; and mashup 2 613
is used by mashup 1, mashlet 3, application 2, and widget 2
615, 617, 619, 621.

Because the uses selects “mashlet 3” such as by clicking in
the user interface, the focus 605 will shift to change mashlet
3 619 to become the focus 605, as shown in FIG. 7.

Referring now to FIG. 7, an illustration of a mashup depen-
dency browser, when the browser puts mashlet 3 717 in focus
705 and shows its relationships will be discussed and
described. Here, the same artifacts from the “focus” window
and the “uses” window are illustrated as in FIG. 6, to further
illustrate the shift in the focus window of the user interface
701. However, the “uses” window 707 lists the services/data
sources which the focus 705 (now changed to mashlet 3 717)
uses. Here, mashlet 3 717 uses mashup 2, service 6, mashup
3, and service 7709, 711, 713, 715; and mashlet 3 717 is used
by application 1 719. Because mashlet 3 717 is now the focus
705, the “used by” 703 relationships are different. Instead of
merely shifting the “focus” window with the same artifacts to
the left, the browser discovers the “used by” and “uses rela-
tionships of the artifact newly listed in the focus window 705.

Thus the Mashup Dependency Browser provides a user
friendly way of navigating complex relationships between
different artifacts in the mashup platform by leveraging the
meta-data captured and inferred by the system and the rich
APIs exposed by the mashup dependency system.

In a mashup, for example, Presto software (available from
JackBe Corporation), the mashup application allows a user to
collect data (components) from different sources, and com-
bine them. Content within the mashup describes how the
components which are collected are to be combined.

Referring now to FIG. 8, a block diagram illustrating por-
tions of an exemplary computer system will be discussed and
described. The computer system 801 may include a commu-
nication port and/or transceiver 803 or the like for communi-
cation with a mashup server 807, a processor 805, a memory
809, a display interface 859, a display 851, an input interface
861, and/or a user input device 853 such as a keyboard,
trackball, mouse, joystick, pointing device, and/or similar.
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The mashup server 807 can be a part of a mashup platform
comprising the mashup server 807 and a mashup client 831
which can execute on the processor 805 of the computer
system 801. Mashup server and mashup client functions can
be distributed between the mashup server 807 and the mashup
client 842 according to known techniques. The mashup server
807 can invoke one or more web services 855 as an informa-
tion-providing services as is known to obtain data from a data
source. Also, the mashup server 807 can access a mashup
security database 863 on which security profiles (such as
permissions) associated with each mashup can be stored; and
can access a database 857 storing a per-mashup list of ser-
vices and mashups used; as well as a conventional mashup
database 861. The mashup security database 863 and/or the
per-mashup list of services database 857 can be incorporated
into the mashup database 861.

The processor 805 may comprise one or more micropro-
cessors and/or one or more digital signal processors. The
memory 809 may be coupled to the processor 805 and may
comprise a read-only memory (ROM), a random-access
memory (RAM), a programmable ROM (PROM), and/or an
electrically erasable read-only memory (EEPROM). The
memory 809 may include multiple memory locations for
storing, among other things, an operating system, data and
variables 811 for programs executed by the processor 805;
computer programs for causing the processor to operate in
connection with various functions such as to provide 813 a
display of a mashup, to get 815 a list of mashups used by a
mashup, to get 817 a list of mashups used by a mashlet
component, to store 817 services/mashups used by a mashup
in a database, to introspect 819 a mashup so as to discover the
data sources being used, to determine 821 security dependen-
cies of a mashup, to determine 823 whether a mashup asset
can be disposed of, to check 825 whether user(s) have per-
mission to use a mashup, to grant/revoke 827 permissions to
users to use a mashup, to traverse 829 relationships of a
user/mashup, a mashup client function 831, and/or other pro-
cessing; and a database 833 for other information used by the
processor 805. The computer programs may be stored, for
example, in ROM or PROM and may direct the processor 805
in controlling the operation ofthe computer system 801. Each
of these functions is considered in more detail below.

The user may invoke functions accessible through the user
input device 853, interface with the processor 805 through an
input interface 849. The user input device 853 may comprise
one or more of various known input devices, such as a key-
board and/or a pointing device, such as a mouse; the keyboard
may be supplemented or replaced with a scanner, card reader,
or other data input device; the pointing device may be a
mouse, touch pad control device, track ball device, or any
other type of pointing device; and the input interface 849 can
be a known interface thereof to communicate with the pro-
cessor 805.

The text and/or image display 851 is representative of a
display that may present information to the user by way of a
conventional liquid crystal display (LCD) or other visual
display, and/or by way of a conventional audible device for
playing out audible messages.

Responsive to signaling from the user input device 853, in
accordance with instructions stored in memory 809, or auto-
matically upon receipt of certain information via the commu-
nication port and/or transceiver 803, the processor 805 may
direct the execution of the stored programs.

The processor 805 can be programmed for providing 813 a
display of a mashup and/or a service, such as is performed
according to known techniques when a user invokes a service
or a mashup. As is known, the invocation of the mashup or
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service is performed via the mashup platform which com-
prises the mashup client 831 and the mashup server 807,
sometimes requiring the system to interact with the user to
input data and select a service or mashup via the user input
device 853 and/or display 851, resulting in the mashup or
service displaying data generated by the web service 855
which is provided for the display 851.

The processor 805 can be programmed to get 815 a list of
mashups and/or services used by a mashup, to a first level or
recursively over two or more levels. Similarly, the processor
805 can be programmed to get 817 a list of mashups and/or
services used by a mashlet component, to a first level or
recursively over two or more levels. The list is provided with
respect to a single node, and includes a list of all nodes which
are connected, directly or indirectly, as “used by” or “uses”
relationships to the single node. Furthermore, the list can
indicate the particular relationship, i.e., the “used by” or
“uses” relationship, and if not the first level, which level and
which nodes connected through.

The processor 805 can be programmed to store 817 a list of
the services/mashups used by a mashup in a database. That is,
a database can be provided that indicates the direct “used by”
relationships for each of the mashups. Here, the database 857
includes a list of services and mashups for Mashup A to
Mashup Z. Note that instead of a separate database, this can
be incorporated into the conventional mashup database 861.

The processor 805 can be programmed to introspect 819 a
mashup so as to discover the data sources being used by a
mashup. That is, in response to a selected mashup, the pro-
cessor 805 can reference the database 857 storing the list of
the services/mashups used by a selected mashup. The data-
base 857 can be recursively traversed the predetermined num-
ber of one or more levels from the selected mashup to the
mashups and services in the list of the selected mashup, to the
lists for each of the listed services and mashups, to discover
the data sources which are directly and indirectly used by the
selected mashup.

The processor 805 can be programmed to determine 821
security dependencies of a mashup. Specifically, in response
to a selected mashup, the processor 805 can reference the
database 857 storing the list of the services/mashups used by
the selected mashup. The processor 805 can reference the
mashup security database 863 for the security profile for the
selected mashup and the mashups and services in the list of
the selected mashup, traversed recursively to the predeter-
mined number of one or more levels away from the selected
mashup. Accordingly, the processor 805 can determine, for
example, whether a necessary permission is granted to a user
or group of users for the mashup and all of its dependencies by
reference to the aggregated security profiles for the mashup
and all of its dependencies.

The processor 805 can be programmed to determine 823
whether a mashup asset can be disposed of. A mashup asset
can be disposed of when no other asset directly or indirectly
has a dependency “uses” relationship to the mashup asset. For
example, the processor can obtain a list of all nodes which are
connected, directly or indirectly, as “uses” relationships to the
single node which is to be disposed of. If the list is empty, that
is, the selected mashup asset has no “uses” relationship, the
selected mashup asset may be disposed of. Known techniques
for disposing of an asset may be used.

The processor 805 can be programmed to check 825
whether user(s) have permission to use a mashup. When a
user attempts to use a selected mashup, the processor 805 can
reference the database 857 storing the list of the services/
mashups used by the selected mashup, and the mashup secu-
rity database 863 for the security profile for the selected
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mashup and the mashups and services in the list of the
selected mashup, traversed recursively to the predetermined
number of one or more levels away from the selected mashup.
Accordingly, the processor 805 can determine, for example,
whether a necessary permission is granted to a user or group
of users for the mashup and all of its dependencies by refer-
ence to the aggregated security profiles for the mashup and all
ofits dependencies.

The processor 805 can be programmed to grant/revoke 827
permissions to users to use a mashup. Various known tech-
niques can be utilized to grant or revoke permissions. Also,
the permissions can be stored in a security profile for the
mashup, such as in the illustrated mashup security database
863.

The processor 805 can be programmed to traverse 829
relationships of a user/mashup. It will be appreciated that the
“uses” and “used by” relationships form trees connected by a
single node in the middle. The trees may or may not be
orderly, since they reflect relationships selected by users. The
tree may be traversed left to right, or right to left, as illus-
trated, or in a similar manner. The traversal can be visualized
with a browser, as discussed herein. Alternatively, the tra-
versal information can be used to determine permissions to
use mashups, suitability for managing mashup dependencies,
or similar.

The processor 305 can be programmed with a mashup
client function 831, in accordance with known techniques.
That is, the mashup platform can be distributed between the
mashup server 807 and the mashup client 829, as is known.
Details which are not presently relevant are omitted from the
present description.

The computer system 801 can include a central processing
unit (CPU) with disk drives (not illustrated), symbolic of a
number of disk drives that might be accommodated by the
computer. Typically, these might be one or more of the fol-
lowing: a floppy disk drive, a hard disk drive, and a CD ROM
ordigital video disk. The number and type of drives may vary,
typically with different computer configurations. Disk drives
may be options, and for space considerations, may be omitted
from the computer system used in conjunction with the pro-
cesses described herein. The computer may also include a CD
ROM reader and CD recorder, which are interconnected by a
bus along with other peripheral devices supported by the bus
structure and protocol (not illustrated). The bus can serves as
the main information highway interconnecting other compo-
nents of the computer, and can be connected via an interface
to the computer. A disk controller (not illustrated) can inter-
face disk drives to the system bus. These may be internal or
external.

It should be understood that FIG. 8 is described in connec-
tion with logical groupings of functions or resources. One or
more of these logical groupings may be omitted from one or
more embodiments, for example, the functionality of analyz-
ing a trend over time in the aggregated data can be omitted
and/or performed on a different processor. Likewise, func-
tions may be grouped differently, combined, or augmented
without parting from the scope. Similarly the present descrip-
tion may describe various databases or collections of data and
information. One or more groupings of the data or informa-
tion may be omitted, distributed, combined, or augmented, or
provided locally and/or remotely without departing from the
scope of the invention.

Referring now to FIG. 9, a flow chart illustrating a proce-
dure to get a list of mashups or services will be discussed and
described. The procedure can advantageously be imple-
mented on, for example, a processor of a computer system,
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optionally together with a mashup server, such as described in
connection with FIG. 8 or other apparatus appropriately
arranged.

In overview, the procedure to track trends conveniently can
be distributed in two flows, the first flow get list of mashups or
services-A 901 as a user application and the second flow get
list of mashups or services-B 951 as a background process.

The first flow 901 can include inputting 903 a request to
display a mashup or service and its dependencies. Standard
techniques may be used to prepare a user interface that inter-
acts with the user to select an artifact such as a mashup which
is to be the focus for the browser. The first flow 901 can then
instruct the flow B 951 to obtain the list of dependencies for
the selected artifact, and can wait to receive the returned list of
dependencies which can then be displayed 905.

The second flow get list of mashups or services B 951 can
include, in response to a request to browse a particular
mashup or service, initializing 953 a current artifact to the
currently selected mashup (or service). The flow B 951 can
get the list for a single level of dependencies, that is just one
“uses” and one “used by” level directly adjacent to the
selected mashup (or service). Alternatively, the flow B 951
can be set to recursively obtain the dependencies to two or
more levels, thereby traversing more of the tree left and right.
The recursion can be preliminarily set, for example, by indi-
cating a maximum number of recursions to one or more (as
desired). To get the list, the flow B 951 gets 955 the identity of
all artifacts (mashups, widgets, applications, and/or services)
which are used by the current artifact. If 957 the maximum
number of recursions has not been reached, the second flow B
can traverse 959 to each of the next artifact (left or right) used
by the current artifact, and for each of the next artifacts repeat
to obtain the identity of the artifacts used thereby.

Accordingly, the second flow B can create 961 a list con-
sisting of the mashup (or service) and its dependencies, that
is, the “uses” and “used by” relationships. The second flow B
can return the list to the first flow A which can display the list
to the user and/or interact with the user for further browsing of
dependencies. Once the second flow B is done creating the list
of'the mashup and its dependencies, the process can end 961.
Similarly, once the first flow A is done displaying 905 the
mashup or service and its dependencies the process can end
907.

For the purpose of this patent application, a “mashup” is
defined as a software application that combines pre-existing
components from one or more information-providing ser-
vices into a single tool which can comprise a server-side and
a client-side application, where the components used by the
mash-up are visually presented to a user on a display at the
client-side in a manner which is different from the pre-deter-
mined presentation of the information-providing service; and
is configured in accordance with standards such as Enterprise
Mashup Markup Language (“EMML”), XML interchanged
as REST or Web Services, RSS, Atom, and other evolutions
and variations of mashup standards. A mashup is to be dis-
tinguished from a portal in which content is presented side-
by-side in the manner which is the same as the pre-determined
presentation of the information-providing service. The des-
ignation “component” as used in this paragraph refers to data
which is retrieved by a mashup in real-time from an informa-
tion-providing service. A mashup is frequently made by
access to open APIs and other data sources to produce results
that were not the original reason for producing the raw source
data. An example of a mashup is the use of cartographic data
from Google Maps to add location information to real estate
data, thereby creating a new and distinct Web service that was
not originally provided by either source.
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The designation “MASHLET” used herein refers to type of
a mashup that is a client side process that runs in the browser;
a MASHLET sometimes can include a widget. AMASHLET
is available from JackBe Corporation. The phrase
“MASHLET component” refers to a mashup widget which is
included in a MASHLET.

The term “service”, sometimes referred to herein as an
“information-providing service”, is used herein expressly to
refer to an information-providing service that provides data
from a server in a visual presentation on a display to a user,
typically an application programming interface (API) or web
API that can be accessed over a computer network and
executed on a remote system hosting the requested services,
in accordance with Extensible Markup Language messages
that follow the Simple Object Access Protocol (SOAP) stan-
dard such as SOAP Version 1.2 specification, Web Services
Description Language (WSDL) such as Web Services
Description Language Version 2.0 Specification, Representa-
tional State Transfer (REST) constraints, and variations and
evolutions thereof. An example of a service is Google Maps,
a Web service or an RSS feed.

The term “widget” as used herein is defined to be a stand-
alone application which comprises a portable chunk of code
that can be installed and executed within a separate HTML-
based web page by an end user without requiring additional
compilation. A widget frequently is written to use DHTML,
JavaScript, or Adobe Flash, variations and evolutions thereof.
Widgets often take the form of on-screen tools (clocks, event
countdowns, auction-tickers, stock market tickers, flight
arrival information, daily weather, etc.).

It should be understood that the invention is described in
connection with logical groupings of functions or resources.
One or more of these logical groupings may be omitted from
one or more embodiments, and still remain within the scope
of'the present invention. Likewise, functions may be grouped
differently, combined, or augmented without parting from the
scope of the invention. Similarly the present description may
describe various databases or collections of data and infor-
mation. One or more groupings of the data or information
may be omitted, distributed, combined, or augmented, or
provided locally and/or remotely without departing from the
scope of the invention.

A computer-readable storage medium is tangible and can
be any of the memory or disks, such as those examples
described above, or other removable or fixed storage medium.

The foregoing detailed description includes many specific
details. The inclusion of such detail is for the purpose of
illustration only and should not be understood to limit the
invention. In addition, features in one embodiment may be
combined with features in other embodiments of the inven-
tion. Various changes may be made without departing from
the scope of the invention as defined in the following claims.

As one example, the computer system may be a general
purpose computer, or a specially programmed special pur-
pose computer. It may be implemented as a distributed com-
puter system rather than a single computer. Similarly, a com-
munications link may be World Wide Web, a modem over a
POTS line, and/or any other method of communicating
between computers and/or users. Moreover, the processing
could be controlled by a software program on one or more
computer system or processors, or could even be partially or
wholly implemented in hardware.

Further, the invention is not limited to particular protocols
for communication. Any appropriate communication proto-
col may be used.

One or more displays for the system may be developed in
connection with HTML display format. Although HTML is
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the preferred display format, it is possible to utilize alternative
display formats for interacting with a user and obtaining user
instructions.

The above discussion has involved particular examples.
However, the principles apply equally to other examples and/
or realizations. Naturally, the relevant data may differ, as
appropriate.

Further, the above has been discussed in certain examples
as if made available by a provider to a single customer with a
single site. The above described system, device and/or
method may be used by numerous users over distributed
systems, if preferred.

The above has been described in connection with example
data formats, for example XML and/or proprietary or public
formats. However, it may be used in connection with other
data formats, structured and/or unstructured, unitary and/or
distributed.

The system used in connection with various embodiments
may rely on the integration of various components including,
as appropriate and/or if desired, hardware and software serv-
ers, applications software, database engines, server area net-
works, firewall and SSL security, production back-up sys-
tems, and/or applications interface software. The
configuration may be, preferably, network-based and option-
ally utilizes the Internet as an exemplary interface with the
user for information delivery.

The various databases may be in, for example, a relational
database format, but other standard data formats may also be
used. Windows 2007, for example, may be used, but other
standard operating systems may also be used. Optionally, the
various databases include a conversion system capable of
receiving data in various standard formats.

Accordingly, one or more embodiments provide a system,
method, device, and/or computer readable storage medium
which comprises: providing a mashup including a relation-
ship API, wherein the relationship API is as described above.
Also, one or more embodiments provide a system, method,
device, and/or computer readable storage medium which
comprises: providing a mashup including a security APL,
wherein the security API is as described above. Also, one or
more embodiments provides for capturing, inferring, and/or
navigating dependencies between mashups and their data
sources and consumers, wherein the dependencies are
expressed in a relationship API and/or a security API.

It should be noted that the term “computer system” used
herein denotes a device sometimes referred to as a computer,
laptop, personal computer, personal digital assistants, per-
sonal assignment pads, or equivalents thereof provided such
units are arranged and constructed for operation with a
mashup or service.

Furthermore, the communication networks of interest
include those that transmit information in packets, for
example, those known as packet switching networks that
transmit data in the form of packets, where messages can be
packetized and routed over network infrastructure devices to
a destination. Such networks include, by way of example, the
Internet, intranets, local area networks (LAN), wireless
LANs (WLAN), wide area networks (WAN), and others, and
can be supported by networking protocols such as TCP/IP
(Transmission Control Protocol/Internet Protocol) and UDP/
UP (Universal Datagram Protocol/Universal Protocol) and/or
other protocol structures, and variants and evolutions thereof.
Such networks can provide wireless communications capa-
bility and/or utilize wireline connections such as cable and/or
a connector, or similar.

This disclosure is intended to explain how to fashion and
use various embodiments in accordance with the invention
rather than to limit the true, intended, and fair scope and spirit
thereof. The invention is defined solely by the appended
claims, as they may be amended during the pendency of this
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application for patent, and all equivalents thereof. The fore-
going description is not intended to be exhaustive or to limit
the invention to the precise form disclosed. Modifications or
variations are possible in light of the above teachings. The
embodiment(s) was chosen and described to provide the best
illustration of the principles of the invention and its practical
application, and to enable one of ordinary skill in the art to
utilize the invention in various embodiments and with various
modifications as are suited to the particular use contemplated.
All such modifications and variations are within the scope of
the invention as determined by the appended claims, as may
be amended during the pendency of this application for
patent, and all equivalents thereof, when interpreted in accor-
dance with the breadth to which they are fairly, legally, and
equitably entitled.

What is claimed is:

1. A computer system, comprising:

a memory; and

a processor cooperatively operable with the memory, and

configured to, based on instructions stored in memory:
determine, for amashup, at a first level and then recursively
at subsequent levels to a predetermined number, all of
the different services external to the mashup which are
used by the mashup, and all mashups which are external
to the mashup which are used by the mashup, as under-
lying data sources, such that all underlying data sources
of data used by the mashup are determined,
wherein the underlying data sources are those which
directly provide data consumed by the mashup and
those which provide data, via an intervening mashup
or service, which is consumed by the mashup;
determine, for each of the underlying data sources, whether
a user who executes the mashup is permitted to use the
underlying data source, according to a security profile of
the underlying data source, and indicate an authorization
failure when the user is not determined to be permitted to
use at least one of the underlying data sources according
to the security profile of the underlying data source,
wherein the user of the mashup has permission to
execute the mashup;
when the authorization failure is indicated, refuse execu-
tion of the mashup even though the user has permis-
sion to execute the mashup; and
when the authorization failure is not indicated, permit
execution of the mashup;

responsive to a request to dispose of a selected mashup in

a mashup server, introspect the mashup to determine

whether the selected mashup is connected in a “used by”

relationship, directly or indirectly, to at least one other

mashup in the mashup server;

when it is determined that the selected mashup is not
connected in the “used by” relationship, directly or
indirectly, to at least one other mashup in the mashup
server, dispose of the selected mashup from the
mashup server; and

when it is not determined that the selected mashup is
connected in the “used by” relationship, directly or
indirectly, refuse to dispose of the selected mashup
from the mashup server.

2. The computer system of claim 1, further comprising a
browser user interface which presents a selected mashup in a
focus window, “used by” relationships of the selected mashup
in a “used by” window, and “uses” relationships of the
selected mashup in a “uses” window; and

wherein the processor is configured to selectively switch

the focus window to a different selected mashup in one
of the “used by” window or the “uses” window, in
response to a user command thereto.

3. The computer system of claim 2, further comprising
storing a list of services and mashups used by each mashup in
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adatabase, and using the database to browse from the selected
mashup or service to the mashup assets one level removed.

4. The computer system of claim 1, further comprising
introspecting a mashup to discover data sources directly and
indirectly used by the mashup.

5. A mashup system comprising the computer system of
claim 1 acting as a mashup client, and a separate mashup
server cooperatively connected to and in communication with
the mashup client, to coordinate access to “consumed by” and
“consumes” relationship information by the mashup client
through the mashup server.

6. A non-transitory computer-readable medium storing
instructions for executing the method of claim 1.

7. A computer-implemented method, implemented on a
computer system, for navigating mashup dependencies, com-
prising:

determining, at a processor, for amashup, ata firstlevel and

then recursively at subsequent levels to a predetermined
number, all of the different services external to the
mashup which are used by the mashup, and all mashups
which are external to the mashup which are used by the
mashup, as underlying data sources, such that all under-
lying data sources of data used by the mashup are deter-
mined,

wherein the underlying data sources are those which

directly provide data consumed by the mashup and those
which provide data, via an intervening mashup or ser-
vice, which is consumed by the mashup;

determining, by the processor, for each of the underlying

data sources, whether a user who executes the mashup is
permitted to use the underlying data source, according to
a security profile of the underlying data source, and
indicating an authorization failure when the user is not
determined to be permitted to use at least one of the
underlying data sources according to the security profile
of the underlying data source, wherein the user of the
mashup has permission to execute the mashup;
when the authorization failure is indicated, refusing
execution by the processor of the mashup even though
the user has permission to execute the mashup; and
when the authorization failure is not indicated, permit-
ting execution by the processor of the mashup;
responsive to a request to dispose of a selected mashup in
a mashup server, introspecting, by the processor, the
mashup to determine whether the selected mashup is
connected in a “used by” relationship, directly or indi-
rectly, to at least one other mashup in the mashup server;
when it is determined that the selected mashup is not
connected in the “used by” relationship, directly or
indirectly, to at least one other mashup in the mashup
server, disposing, by the processor, of the selected
mashup from the mashup server; and
when it is not determined that the selected mashup is
connected in the “used by” relationship, directly or
indirectly, refusing, by the processor, to dispose of the
selected mashup from the mashup server.

8. The method of claim 7, further comprising providing a
browser user interface which presents a selected mashup in a
focus window, “used by’ relationships of the selected mashup
in a “used by” window, and “uses” relationships of the
selected mashup in a “uses” window; and

selectively switching the focus window to a different

selected mashup in one of the “used by” window or the
“uses” window, in response to a user command thereto.

9. The method of claim 8, further comprising storing a list

of services and mashups used by each mashup in a database,
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and using the database to browse from the selected mashup or
service to the mashup assets one level removed.
10. The method of claim 7, further comprising introspect-
ing a mashup to discover data sources directly and indirectly
used by the mashup.
11. A non-transitory computer-readable medium compris-
ing instructions for execution by a computer, the instructions
including a computer-implemented method for navigating
mashup dependencies, the instructions for implementing:
determining, for a mashup, at a first level and then recur-
sively at subsequent levels to a predetermined number,
all of the different services external to the mashup which
are used by the mashup, and all mashups which are
external to the mashup which are used by the mashup, as
underlying data sources, such that all underlying data
sources of data used by the mashup are determined,

wherein the underlying data sources are those which
directly provide data consumed by the mashup and those
which provide data, via an intervening mashup or ser-
vice, which is consumed by the mashup;

determining, for each of the underlying data sources,

whether a user who executes the mashup is permitted to
use the underlying data source, according to a security
profile of the underlying data source, and indicating an
authorization failure when the user is not determined to
be permitted to use at least one of the underlying data
sources according to the security profile of the underly-
ing data source, wherein the user of the mashup has
permission to execute the mashup;
when the authorization failure is indicated, refusing
execution of the mashup even though the user has
permission to execute the mashup; and
when the authorization failure is not indicated, permit-
ting execution of the mashup;

responsive to a request to dispose of a selected mashup in

a mashup server, introspecting the mashup to determine

whether the selected mashup is connected in a “used by”

relationship, directly or indirectly, to at least one other

mashup in the mashup server;

when it is determined that the selected mashup is not
connected in the “used by” relationship, directly or
indirectly, to at least one other mashup in the mashup
server, disposing of the selected mashup from the
mashup server; and

when it is not determined that the selected mashup is
connected in the “used by” relationship, directly or
indirectly, refusing to dispose of the selected mashup
from the mashup server.

12. The computer-readable medium of claim 11, further
comprising providing a browser user interface which presents
a selected mashup in a focus window, “used by” relationships
of the selected mashup in a “used by” window, and “uses”
relationships of the selected mashup in a “uses” window; and

selectively switching the focus window to a different

selected mashup in one of the “used by’ window or the
“uses” window, in response to a user command thereto.

13. The computer-readable medium of claim 12, further
comprising storing a list of services and mashups used by
each mashup in a database, and using the database to browse
from the selected mashup or service to the mashup assets one
level removed.

14. The computer-readable medium of claim 11, further
comprising introspecting a mashup to discover data sources
directly and indirectly used by the mashup.
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